**Experiment No.6**

**Aim:** Implementation of addition and deletion of edges in a directed graph using adjacency List.

**Code:**

/\* Adjacency list representation of a graph in C \*/

#include <stdio.h>

#include <stdlib.h>

/\* structure to represent a node of adjacency list \*/

**struct** AdjNode {

**int** dest;

**struct** AdjNode\* next;

};

/\* structure to represent an adjacency list \*/

**struct** AdjList {

**struct** AdjNode\* head;

};

/\* structure to represent the graph \*/

**struct** Graph {

**int** V; /\*number of vertices in the graph\*/

**struct** AdjList\* array;

};

**struct** AdjNode\* newAdjNode(**int** dest)

{

**struct** AdjNode\* newNode = (**struct** AdjNode\*)malloc(**sizeof**(**struct** AdjNode));

    newNode->dest = dest;

    newNode->next = NULL;

**return** newNode;

}

**struct** Graph\* createGraph(**int** V)

{

**struct** Graph\* graph = (**struct** Graph\*)malloc(**sizeof**(**struct** Graph));

    graph->V = V;

    graph->array = (**struct** AdjList\*)malloc(V \* **sizeof**(**struct** AdjList));

    /\* Initialize each adjacency list as empty by making head as NULL \*/

**int** i;

**for** (i = 0; i < V; ++i)

        graph->array[i].head = NULL;

**return** graph;

}

/\* function to add an edge to an undirected graph \*/

**void** addEdge(**struct** Graph\* graph, **int** src, **int** dest)

{

    /\* Add an edge from src to dest. The node is added at the beginning \*/

**struct** AdjNode\* check = NULL;

**struct** AdjNode\* newNode = newAdjNode(dest);

**if** (graph->array[src].head == NULL) {

        newNode->next = graph->array[src].head;

        graph->array[src].head = newNode;

}

**else** {

        check = graph->array[src].head;

**while** (check->next != NULL) {

            check = check->next;

        }

        // graph->array[src].head = newNode;

        check->next = newNode;

    }

    /\* Since graph is undirected, add an edge from dest to src also \*/

    newNode = newAdjNode(src);

**if** (graph->array[dest].head == NULL) {

        newNode->next = graph->array[dest].head;

        graph->array[dest].head = newNode;

    }

**else** {

        check = graph->array[dest].head;

**while** (check->next != NULL) {

            check = check->next;

        }

        check->next = newNode;

    }

}

/\* function to print the adjacency list representation of graph\*/

**void** print(**struct** Graph\* graph)

{

**int** v;

**for** (v = 0; v < graph->V; ++v) {

**struct** AdjNode\* pCrawl = graph->array[v].head;

        printf("\n The Adjacency list of vertex %d is: \n head ", v);

**while** (pCrawl) {

            printf("-> %d", pCrawl->dest);

            pCrawl = pCrawl->next;

        }

        printf("\n");

    }

}

**int** main()

{

**int** V = 4;

**struct** Graph\* g = createGraph(V);

    addEdge(g, 0, 1);

    addEdge(g, 0, 3);

    addEdge(g, 1, 2);

    addEdge(g, 1, 3);

    addEdge(g, 2, 4);

    addEdge(g, 2, 3);

    addEdge(g, 3, 4);

    print(g);

**return** 0;

}

Output:

![Graph Representation](data:image/png;base64,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)

**Conclusion**: -Thus we have implemented addition and deletion of edges in a directed graph using adjacency list.